## Section Two: Creating Prefabs

A common task for a programmer in Unity is to create various prefabs. When multiple objects have been added, prefabs must be created for every new object. This can be a time consuming, cumbersome task. With many prefabs to create, there is a high possibility of mistake. To solve this problem, you will create a utility to generate a prefab from selected materials and meshes.

To use this utility, the user will:

1. Select the game objects they wish to turn into prefabs
2. Use the menu option “Create Prefab”
3. Move the newly created prefabs to the appropriate locations

### PseudoCode

|  |
| --- |
| New menu item Project Tools > Make Prefab  Get user selections  Get Object name  Get Object folder location  If prefab already exists in the main assets folder  Ask the user if they want to overwrite the prefab  Else  Create the new prefab    Create New Prefab()  Create Empty Prefab  Place selected object into prefab  Refresh database    Destroy selected object  Replace object with prefab |

### Step One: Setup

Follow the steps outlined previously to create the Editor folder (if it does not already exist in your project). This is where you will place the script to create the prefab. Create a new script in this folder as well, following appropriate naming conventions. Make sure to include the using UnityEditor statement!

### Step Two: Creating the Menu Item

Create a menu item that will go under Project Tools > Create Prefab.

This menu item should call a function named CreatePrefab().

### Step Three: Working with Selections

The next thing you need to do it get the game objects the user has selected, and store some information about the selection. To start, you want to remember what the user has selected, and then store the objects name and location.

You will use an array to hold the user’s selections. In order to get the users selections you can use a special function: [Selection.gameObjects](#def_selection_gameObjects).

|  |
| --- |
| 001 using UnityEngine;  002 using System.Collections;  003 using UnityEditor;  004  005 public class MakePrefabs : MonoBehaviour {  006  007 [MenuItem("Project Tools/Create Prefab")]  008 public static void CreatePrefab()  009 {  010 GameObject[] selectedObjects = Selection.gameObjects;  011 }  012 } |

### Step Four: Collecting Details

Using a foreach statement, you can pull the name of each object in the array using [Object.name](#def_object_Name). You will need to manually search the main assets folder for the prefab. First, construct a string with the path.

|  |
| --- |
| 001 using UnityEngine;  002 using System.Collections;  003 using UnityEditor;  004  005 public class MakePrefabs : MonoBehaviour {  006  007 [MenuItem("Project Tools/Create Prefab")]  008 public static void CreatePrefab()  009 {  010 GameObject[] selectedObjects = Selection.gameObjects;  011  012 foreach(GameObject go in selectedObjects)  013 {  014 string name = go.name;  015 string assetPath = "Assets/" + name + ".prefab";  016  017 Debug.Log ("Name: " + go.name + " Path: " + assetPath);  018 }  019 }  020 } |

By using “Assets/” + name + “.prefab” we get a path similar to Assets/object.prefab. We can use this path to determine if the prefab already exists in this location. This is mainly a safeguard to prevent overwriting a pre-existing prefab. Remember that once the prefabs are created, the user will have to move them into the appropriate folder.

#### Checkpoint!

To test the functionality of this new menu item:

1. Create a 3D cube object in the scene.
   1. Make sure the new object is selected in the hierarchy
2. Use the menu command “Create Prefab”
3. If you check your console, you should have the follow debug statements:

|  |
| --- |
| Name: Cube Path: Assets/Cube.prefab |

### Step Five: Check If the Prefab Exists

Once you have the location of the object, you need to determine if the prefab already exists. You can do this by utilizing the [AssetDatabase.LoadAssetAtPath(string path, Type type)](#def_AssetDatabase_LoadAssetAtPath) function. You can use this function by checking if an asset was actually loaded when the function is used.

|  |
| --- |
| 001 using UnityEngine;  002 using System.Collections;  003 using UnityEditor;  004  005 public class MakePrefabs : MonoBehaviour {  006  007 [MenuItem("Project Tools/Create Prefab")]  008 public static void CreatePrefab()  009 {  010 GameObject[] selectedObjects = Selection.gameObjects;  011  012 foreach(GameObject go in selectedObjects)  013 {  014 string name = go.name;  015 string assetPath = "Assets/" + name + ".prefab";  016  017 if(AssetDatabase.LoadAssetAtPath(assetPath, typeof(GameObject)))  018 {  019 Debug.Log ("Asset exists!");  020 }  021 else  022 {  023 Debug.Log ("Asset does not exist!");  024 }  025 Debug.Log ("Name: " + go.name + " Path: " + assetPath);  026 }  027 }  028 } |

#### Checkpoint!

To test the functionality of this new menu item:

1. Create a 3D cube object in the scene.
   1. Make sure the new object is selected in the hierarchy
2. Use the menu command “Create Prefab”
3. If you check your console, you should have the follow debug statements:

|  |
| --- |
| Asset does not exist!  Name: Cube Path: Assets/Cube.prefab |

1. Create a prefab of the object you created in step 1.
   1. Make sure the prefab is in the base assets folder.
2. Select the object in the hierarchy
3. Use the menu command “Create Prefab”
4. If you check your console, you should now have the following debug statements:

|  |
| --- |
| Asset exists!  Name: Cube Path: Assets/Cube.prefab |

### Step Six: Verify

If the asset does already exist, you need to ask the user if they are sure they want to overwrite the prefab. In order to do this, you can use a special editor utility. The [EditorUtility.DisplayDialog(string title, string message, string ok, string cancel =””)](#def_EditorUtility_DisplayDialog) will cause a dialog box to pop up and ask the user a yes/no question.

|  |
| --- |
| 001 using UnityEngine;  002 using System.Collections;  003 using UnityEditor;  004  005 public class MakePrefabs : MonoBehaviour {  006  007 [MenuItem("Project Tools/Create Prefab")]  008 public static void CreatePrefab()  009 {  010 GameObject[] selectedObjects = Selection.gameObjects;  011  012 foreach(GameObject go in selectedObjects)  013 {  014 string name = go.name;  015 string assetPath = "Assets/" + name + ".prefab";  016  017 if(AssetDatabase.LoadAssetAtPath(assetPath, typeof(GameObject)))  018 {  019 Debug.Log ("Asset exists!");  020 if(EditorUtility.DisplayDialog("Caution", "Prefab already exists. " +  021 "Do you want to overwrite?","Yes","No"))  022 {  023 Debug.Log ("overwriting!");  024 }  025 }  026 else  027 {  028 Debug.Log ("Asset does not exist!");  029 }  030 Debug.Log ("Name: " + go.name + " Path: " + assetPath);  031 }  032 }  033 } |

#### Checkpoint!

To verify this is working properly, use the Cube created at the previous checkpoint.

1. Verify that you have a prefab of the cube in the assets folder.
2. Verify that you have a copy of the prefab in the hierarchy.
3. Click on the Cube in the hierarchy.
4. Run the “Create Prefab” menu option.
5. When the dialog window pops up, click “Yes”.
6. You should have the following message in your console:

|  |
| --- |
| Asset exists!  overwriting!  Name: Cube Path: Assets/Cube.prefab |

1. Clear the Console.
2. Run the “Create Prefab” menu option again.
3. When the dialog window pops up, click “No”.
4. You should have the following message in your console:

|  |
| --- |
| Asset exists!  Name: Cube Path: Assets/Cube.prefab |

### Step Seven: CreateNew() Function

The infrastructure is now in place to create the prefab. Make a new static function named “createNew”. It should take a GameObject (the selected object) and a string (the path to the object).

#### Creating a New (Empty) Prefab

Utilizing the PrefabUtility this time, use [PrefabUtility.CreateEmptyPrefab(string path)](#def_PrefabUtility_CreateEmptyPrefab) to create an empty prefab at the location passed into the function.

|  |
| --- |
| 001 public static void CreateNew(GameObject obj, string location)  002 {  003 Object prefab = PrefabUtility.CreateEmptyPrefab (location);  004 } |

#### Place Object into Prefab

The next step is to actually place the selected object into the prefab, effectively making a shallow “copy” of the object as a prefab. To accomplish this you can use [PrefabUtility.ReplacePrefab(GameObject go, Object targetPrefab)](#def_PrefabUtility_ReplacePrefab).

|  |
| --- |
| 001 public static void CreateNew(GameObject obj, string location)  002 {  003 Object prefab = PrefabUtility.CreateEmptyPrefab (location);  004 PrefabUtility.ReplacePrefab (obj, prefab);  005  006 } |

#### Refresh and Destroy

Since you are finished making changes to the project files, you need to refresh the asset database to sync the changes in the editor.

After refreshing the asset database, you need to tie up loose ends. Currently, there is a prefab with a copy of the game object in the scene. There is also the game object in the scene, which is separate from the prefab. You need to destroy the object in the scene, and replace it with the prefab.

Destroying a game object can be done using [DestroyImmediate](#def_DestroyImmediate). This function is similar to destroy, however it will not run any deconstruction code. Destroy will never be run in edit mode, which is why you use [DestroyImmediate](#def_DestroyImmediate) instead.

Placing the prefab object can be done using [PrefabUtility.InstantiatePrefab](#def_PrefabUtility_InstantiatePrefab).

|  |
| --- |
| 001 public static void CreateNew(GameObject obj, string location)  002 {  003 Object prefab = PrefabUtility.CreateEmptyPrefab (location);  004 PrefabUtility.ReplacePrefab (obj, prefab);  005 AssetDatabase.Refresh ();  006  007 DestroyImmediate (obj);  008 GameObject clone = PrefabUtility.InstantiatePrefab (prefab) as GameObject;  009 } |

#### Checkpoint!

To verify this is working:

1. Replace the two debug statements in the CreatePrefab() function with the function CreateNew
   1. Pass it the current game object in the loop, as well as the asset path we created.
2. Comment out the debug statement that is printing the name and asset path of the object
3. Delete the prefab we created in the last checkpoint
   1. Make sure to keep the cube in the scene
4. Click the cube in the scene
5. Run the menu item “Create Prefab”
6. You should have a new prefab in the base assets folder named “Cube”.
7. The cube in the scene should be linked to this prefab.
8. Reselect the Cube in the scene.
9. Run the menu item “Create Prefab”
10. When the dialogue button pops up, click Yes
11. You should have a new prefab, with the same name, in your assets folder.
12. Run the menu item “Create Prefab”

## Section Three: 2D Sprite Automation

In this section you will create a 2D sprite creation tool. Working on 2D games requires diligence in sprite sheet management. With this tool, you can quickly create animations from sprite sheets without having to spend large amounts of time breaking up individual animations. The tool is created as a one-shot tool. This means that the user cannot go back in and edit information already put in. If the user closes the tool, they must start over. This is to reinforce that the tool is for creation, not management.

To use this tool, the user will:

1. Select the sprite sheet in the assets folder.
   1. The sprite sheet must already be changed from Texture to sprite, with a sprite mode of multiple and then sliced.
2. Use the menu item Project Tools > 2D Animations
3. Input the name for the controller that will be created.
4. Input how many animations the sprite sheet has.
5. Input a name for each animation.
6. Specify the start frame, end frame, framerate, and spacing of the frames.
7. Specify if the animation will loop or Ping-Pong.
8. Click the create button.

### PseudoCode

|  |
| --- |
| 001 Setup to store the following information:  002 selected object  003 name of the controller  004 names for all animations  005 frame rates for all animations  006 time between frames for all animations  007 start frame for all animations  008 end frame for all animations  009 if each animation should pingpong  010 if each animation should loop  011  012 New menu item Project Tools > 2D Animations  013 Capture and store selected object  014 If the user has no object selected  015 do nothing  016  017 Create a new pop-up window to collect information  018 show the window  019  020 While the window is being shown  021 Create a label with the name of the object that the sprites will be pulled from  022  023 Get the controller name and number of animations that will be created  024 For every animation that will be created  025 get its name  026 get the start and end frame  027 get the frame rate  028 get the time between the frames  029 ask if it should loop  030 ask if it should pingpong  031  032 If the user presses the create button  033 create an empty animation controller with the appropraite name  034 for every animation that will be created  035 Create the animation clip  036 if the animation clip should loop  037 set the clip to loop  038 add the clip to the controller  039  040 Creating an animation clip  041 get the path to the sprite sheet  042 extract all sliced sprites from the sprite sheet  043 determine how many frames the animation will be  044 determine the time between each frame  045 create an empty animation clip  046 set the frame rate for the clip  047  048 prepare to create a curve on the animation  049 set the curve to be for the spriterenderer  050 give the curve a property type of sprite  051  052 set up for the keyframes to be stored and recorded  053 if there is no pingpong  054 initialize the number of keyframes to be calcuated amount  055 otherwise  056 initialize the number of keyframes to be twice the calcuated amount  057  058 keep track of how many frames have been added to the animation (starting at 0)  059 for every frame between the specified start and end frame  060 create a new keyframes  061 place it at the appropriate location  062 set its value to the appropriate sprite  063 store the keyframe inside of the collection of keyframes created earlier  064 increase the number of frames that have been added  065  066 if the animation should pingpong  067 for every frame between the specified end and start frame  068 create a new keyframes  069 place it at the appropriate location  070 set its value to the appropriate sprite  071 store the keyframe inside of the collection of keyframes created earlier  072 increase the number of frames that have been added  073  074 Create a new keyframe  075 place it at the appropriate location  076 set its value to the start value  077 store the keyframe inside of the collection of keyframes created earlier  078  079 assign the name of the clip  080 bind the curve and keyframes to the animation  081 create the animation clip  082 return the clip  083  084 When the window gains focus  085 If the user changes playmode (from paused/stopped to play or vise-versa)  086 close the window |

### Step One: Setup

Follow the steps outlined previously to create the Editor folder (if it does not already exist in your project). This is where you will place the script to create the animations. Create a new script in this folder as well, following appropriate naming conventions. Make sure to include the using UnityEditor statement!

Also create the following variables:

|  |
| --- |
| public static Object selectedObject;  int numAnimations;  string controllerName;  string[] animationNames = new string[100];  float[] clipFrameRate = new float[100];  float[] clipTimeBetween = new float[100];  int[] startFrames = new int[100];  int[] endFrames = new int[100];  bool[] pingPong = new bool[100];  bool[] loop = new bool[100]; |

The selected object is static so it can be accessed inside of the menu function (which is also static).

The array variables are initialized to a size at the start of the script because they will be accessed inside of a function similar to the update function (meaning we don’t want to create new arrays every time we enter the function).

### Step Two: Creating the Menu Item

Create a menu item that will go under Project Tools > 2D Animations.

This menu item should call a function named Init().

### Step Three: Popup Windows

The Init function is very simple in this menu item. It has two goals: store the selected object, and open a popup window.

Capturing a single selected object (as opposed to multiple selected objects like you did in the previous section) can be done with [Selection.activeObject](#def_selection_activeObject).

Next, you want to make sure that the selected object actually exists (is not null). If it doesn’t exist, this function should do nothing (return).

Lastly, opening a popup window. There are many different types of preset popup windows that you can use (such as the display dialogue used in the previous section). However you are going to want full control over this popup windows so you can display whatever you need. To do this, you need to create a blank popup window that is customizable. This can only be done in the unity editor!

In order to do this, you need a class that is an [EditorWindow](#def_EditorWindow). You can either create a new script to be your [EditorWindow](#def_EditorWindow), or you can use the menu script you are already working with. Since you are going to be passing the selected object around, then using the existing menu script will be easiest. This means that the menu script needs to be an [EditorWindow](#def_EditorWindow).

Popup windows are specific to the script they are created in. You can only have one type of custom popup window per script (or class). A popup window has a type that is identical to the class name it is contained in. This means that if you have a class (or script) named Testing, and you want that script to use a popup window, the popup window will also be of type Testing.

Creating a popup window is done with [EditorWindow.GetWindow(type t)](#def_EditorWindow_GetWindow). Again, the type will be identical to the script (or class) that the window is created in! Lastly, to show the window that was created you use [EditorWindow.Show()](#def_EditorWindow_Show).

|  |
| --- |
| 001 using UnityEngine;  002 using System.Collections;  003 using UnityEditor;  004  005 public class MakeAnimations : EditorWindow {  006  007 public static Object selectedObject;  008  009 int numAnimations;  010 string controllerName;  011 string[] animationNames = new string[100];  012  013 float[] clipFrameRate = new float[100];  014 float[] clipTimeBetween = new float[100];  015 int[] startFrames = new int[100];  016 int[] endFrames = new int[100];  017 bool[] pingPong = new bool[100];  018 bool[] loop = new bool[100];  019  020  021 [MenuItem("Project Tools/2D Animations")]  022 static void Init() {  023  024 selectedObject = Selection.activeObject;  025  026 if (selectedObject == null)  027 return;  028  029 MakeAnimations window = (MakeAnimations)EditorWindow.GetWindow (typeof (MakeAnimations));  030 window.Show();  031 }  032 } |

Note that if you were to create a second script to be your popup window in the future, you would just replace MakeAnimations with the name of the script that you created the popup window in.

#### Checkpoint!

To test that this is working:

1. Download the sprite sheet: [download here](http://jccc-game221.wikidot.com/local--files/textbook:tool-creation/DarkElf.png)
   1. Right click the image and save it to your computer.
2. Import the image into Unity
3. Click the image in your assets folder.
4. Change the Texture Type in the inspector to Sprite (2D or UI).
5. Change the Sprite Mode to Multiple.
6. Enter the sprite editor.
7. Slice the sprite to a 60 by 60 grid.
8. Apply the changes.
9. Make sure the sprite is selected in the Assets folder.
10. Click Project Tools > 2D Animations.
11. You should get a popup window that looks like the following:
    1. ![http://jccc-game221.wdfiles.com/local--files/textbook%3Atool-creation/Popup%20Window.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAV8AAAEiCAIAAADRa0bJAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB0HSURBVHhe7Z15cFX13cbTmXam03a6TOtoW6ftO+34+r4VderrH6id1o7vSHWsFQ1UrIxSR6BVdpIIKCggSzARCGERkIR9DSFkQSSBQAIhkA3JRtiyk5UshAD2nfc553vuLzcnv4RwblTO8fnMM3fOPffeb+499z6f/M6NtEFnTcrKys6YlJSUFBUVFRYWfvbZZwUFBbm5uSdPnszOzj527FhmZmZGRsbhw4cPHTp00CTVx4EDB6wtQohLkBajzig1qo2Co+YoOyqP4qP+hh2UGkpLS4uLi0+fPg015Ofn+3sBjxcdfPrpp5988sm+fftSUlKSk5OTTPbu3SsbhBBXgPKiwigy6oxSiyxQc39HBPVUw6lTp/Ly8nDb8ePHcdf09HQ8ElMwcc+ePbt3796xY8f27du3bdu2devWLVu2bCaEuArUFuVFi3fu3IlGJyQkoN3oODShHIH6B/WmBvjjyJEjaWlpeAykACNs3Lhx3bp1a9asWbly5XKTZcuWRUVFLSWEuArUNjo6esWKFatXr0apN23ahIJDEzgJQN8PHDgAR+Bcw7ID1CDfNSg1wB+4U2JiIgQTExMDF0RERMyfP3/27NmzZs1655133n777RkzZkyfPn0aIcRVoLYoL4o8Z86c8PBw+AKa2LBhA8oeHx+P1uN0AysDyw4lJSWwAxYO8nWD2AHLDCw/4JiZM2eOGTPmsccee/jRPzEM440MemjwiBEjUG1oIjIyctWqVTg/wCIC5wopKSmpqamGHXBaUVRUpL6JzMrKwjkFFg44G8G5Q2ho6PDhw4NfenXF+p2FFS1VTR0O0/jVpDKwVPSVK0YauqW8P6nvykV72lUu1HXLeZVLVs71nrNIrUpbmX9qjJzRprqt1C+4ar+DGZngPxM/ouvH9Xgy/lFPXr0c28v0PwK2g+N/3OyHVBfbW2O9X/Y3sSu2t/5WY/vgfXmxFa3f+Xhb4t9Hjf3fp//6l7/8JSQkBGcGEARWEEoQhh3UwiE3Nzc7OzszMxNnHcnJyVg44PRh2LBhs8OXpmSfyz7beKS43kmKHOZwf1JY11vSe88hbU7bc7DXXJKkfdaVVP+csnKgW2o/LejKfkm+lU/yaz4xL/fldSUlryY5tytJOdWSRMlJI3uNVCWcsLIn20q8kcrdx63EIVlGdhmp2HWsYqeZHZKjRrYbKd+eaQYb5k4j5n3k/nig8XBzlBHffAQ/Dj9UPQH1lPD08CTl2cozVy/E/9Xhxfq/dnVA1CGSI+Z/DHFI/Y+wOuz+74X/e6TeuB5vqBXbB8CI7UNixvZx8o/tQ9gtto+uLrYK3EJspetHjpc1nq64HLf/6PARI4cMGTJhwoSIiIiPPvpICcKwQ3FxsVo4HD16ND09HWcdu3btWrt27SuvvIJVA9SQWdJgG93f2F5Dv2M7aprYDn332N4zFdvb3BXbZ6LH58Yvdi8gXR9H3wfU/1Nrfoi7fay7e0Fi9EF1A1VJ8WtOcm5Xo3r1gk8N4gWlBuUFUw0aL5hSsLywzS/KEZYmejhCjVWOkJ/b5Qjfc0NsjlAvBy9NvUy8ZH9HyDGR46MOl04QN3GE7c0aEEEgto+Wiu2jaI/tY9wjtiLcQmzV61+yyxozckt+c++g5557bvbs2YsXL169erWcYgTZFg4ZGRlpaWlJSUmbN29eunTpo48+ihMKPN42sb+xPft+x3a8NLEd8e6xvVsqtnfXiu2j0OPj0j29q0E+jubn0v/DalOD/ALs7oUeauiSAtJVpJt6wVSDVVStF0QNKLkRs/M9vbA1w4i62ts6QqZpHYHgaain5MAR6lD4CwJRgvB3RK+CUG9K9/cL6VsQiO0jYcT2sTFj+4Cp2D6Q9tg+zD1iq8MtxFbA/iX/QnN4ZNQDDzwQFha2YMGC6OhorAxggCD5Q2ZBQYF8GYmFw/79++Pj49etW7dw4cLHH3+8sKLFf9CF+itVjV9sKm+aBiexn4U6Tbez35vHdiJtpsfJtor/1wpm2iTnkNpuMU/1u6WsttVIjZUz/qm2UmpPS2lVS0k/grsZd+7+cDXW/2epJyDPx/YkEdsLwUtTL7Pba+9xcFRwAO2HtL4dh7rHwe8rtrfVcWwfs/7G9pHuEVspBjwFFy/797qh9dp99903bty4d999NzIycuXKlbGxsUHq+8gTJ07INw779u3DogKnH1hmPPzon/ztADWsjNn6/CtvMgzj6nyamat6jcAOv7pn0OjRo6dNm4blw7Jly7B8CJL/zAGnFcePH8dpRWpqKk4r5A+Z77zzzv888nhVU4caAeVgLqRCCHE1UbFxqtdI29UbsMOoUaOmTp06Z86cxYsXY/lg2AGnFTk5Oeq0Yu/evZs2bVqyZAksQjsQ4km0dnj55ZcnTJgwa9asDz74AOuDIPWlA04rDh06JP/d9IYNGz788MPQ0FDagRAXER4ebm356LlH0NrhpZdeGjdu3IwZMxYuXIj1gWEH+a+n1ZcOu3fvjomJiYiIwBqDdiDELSxfvjw4OBi/+a3rsbHYxh7st677obXD3/72t3/961/Tp0+fN28eTi4sO8hXkmlpacnJyXFxcevWrcPSYsqUKbQDIV8tD3bH2qtj48aNW7dufeihh0QQuMQ29mC/3MEfrR2GDx8+duzYsLCwuXPnRkZGBslXktnZ2UeOHJGvJHfu3Ll27VosSCZPnqy1w8cff7x06dL58+djBLGBw4KDg0NkvQmEBMbg7lh7ewEiiI+PF0HgEttaNQCtHYYNGzZmzJjQ0NDZs2djfWDZ4fjx4/JvKxITE3fs2AE74MRj0qRJWjtg1QGPVFdXXyY9wGHBwcEhoiDIgAAj4BMl3NQOADqIjo6GGnDZmxpAH3YICQmBHRYtWqS3w5o1a2CHiRMnau1w8ODBpqamBtILODg4RFhBWO8DIQHgb4T+2AGrfqhh/fr1uOztK0mgtUNwcPDo0aPFDnhslx3kn2zv3bv3pnaoqampJ32CQ4Tlg/U+EBIAMIL1lcODD97UDqj07373O5xQbN68GZfY7k0Qfdvhvffec2gH/G6sC5igoCBra0AZwLGBjMIhmjt3rvU+EBIA1kmFD2uvDvmbhfquQb6D6OtvFn7/LsPfDlOnTr2JHRYsWDBhwoRudijqyw7o0lNPPWVdqasbPnx43+261e79ysS68oUxUHKhHciXD3SQlJTk/11Dzz0Kyw4+QYgdXnjhBWUHrA/6bQdzkNihsbHxUg/Qq3vvvffo0aPYPnXq1KBBg7BHbtLS9602kpOTH3jggfvvvx8b1q4vhlt6Vn2AQ0Q7kC+fnssE7cIBdNnBFIRTOzR2qCnKDrU9QK8WLVo0cuRIbE+aNMn4Y2lQkNwE7r777m9961s//elPly1bJnvUrWFhYePHj5ftwsJCLEC+973v3XPPPYmJibITvPbaa7PM/zFLbFi7zAl4GZj5k5/8ZNWqVWqn2hg1atQdd9xx5513zpw5E2uZH//4x7jnihUr5A7A9qzwEIVcNe9Vi+Pz+9///rvf/S4u8/LyZCdu7fnTFbQD+UrouUzQLhxANzsUDZwdGhoaanqAtly4cOHnP//5iRMnsIi4ePEi9li3mVRXV+/btw91laty67x5815//XXZA4YOHRoVFYXHbt++/be//a3srKysvOuuu/AkMRlVx1XZjwl4eHFxcUxMDFqqdqqN999/H7fi6HzjG9+YP39+UVHR+vXrMUruIGiflaC2hwwZguN15swZWO/pp5+WndqfrsAhoh3I7czA2KG6sSOjqF4idqivr0epbKAtuJw8eTJ+7YeEhKg9IDMz89lnn/3FL37x7W9/W+3EBn5jP//883JV+NGPfoT9wje/+U3ZuWXLlsGDB8v2ww8/jKuyjfvIRnl5udruueF/q/92b89KNoDa/v73v19SUoINuOAHP/iB7NTOVOAQ0Q7kdgZ2UL1GBswOdXV1VT1AQ3CZn5//wx/+EDPVHvDLX/4Sa/vs7Ozz58+rndgIDg6GSuTOArqHCdYVH8OGDcOdFbgq+7EtG0Bt99wA2u3enpVsALUNO8AL2BA7yE7tPRU4RLQD+Up4vBesm30MkB2aOjKK6yU3tYM/ag98kZKSgmotX75c7ZSNXbt2/fnPf8aphOx85plnxo8fX1hYmJOTM2LECOw5d+4cHo6zfbkDNnAVO7Ht/xNtY/03gHZb+6x+9rOfJSUlybba+eSTT2JNVFpaOnHixKeeekp29jZfoB3IlwM+k1b7H38c29befmDYwddrZMDscOnSJZz820BDrC0fas/ixYtxygDGjh2rdqqN/fv349nINhYOWO2jt7/+9a/x5LBn1apVjz32mNwq4Cp2YsP/J/Ycq70VqG3ts1q9ejX24AlgW+3Mysp65JFHvvOd7+ASaw3Z2dt8AYeIdiBfDiIIpQYxRU/kVsVA2eFqZnGDpKqxQ+xQQfqEdiBfJre0ahBgB9VrpJ12+NKgHchXhbVU6IF1s48vyg61tbXlpE9wiGgHcjszYHY4WtIgqW4y7JCXl4fTb9IHOERvvvkmBEHI7QnsoHqNDJgdigkhLueLskNOTk46IcS1oMIDY4ea5qvHShsktAMhHsCyg6/XSHtnYHbALNqBEA+g7KAEEYAdzjRKaAdCPIDYQfUacW6HrDONkhragRD3I3ZQvUYc2qG2+erxM40S2oEQDyB2UL1GnNrh8tXjZY2SmmbagRDXY9nB12vEsR06s8uaJFhH0A6EuB2xg+o1cqXzcyd2uHS588TZJgntQIgHEDuoXiNO7dDSefJckwRnGbQDIW5H7KB6jTi3Q865Zsklrh0IcT9ih5yzTaraDu1Q19KZe74591wTcolrB0Lcj9hBSm3kfPOVa07tkHcejzdSRzsQ4n4sO5xvUtXucGaH+pbO/PPNEtqBEA8gdlC9RpzboeBCs6S+hXYgxPWIHVSvEYd2aGjtPHXxsgSmoB0IcTtiB9VrxLkdPiu/LKEdCPEAYgfVa8ShHRpbO0+XX5bQDoR4AGUHVe2rDu3Qdq2wogU5XdGCdQTtQIjbETug0Yi027kdiipbJFhH0A6EuB2xg+o1cvW6Izs0tV0rrmoprmzBJe1AiAcQO0ip5dKpHdqvlVS1SpraaAdCXI/YQfUacWiH5vZrpdWtEtqBEA8gdlC9Rjqd2eFy+/WymjYJTEE7EOJ2xA6q10jn9X87sUPLlevnatskzVdoB0Jcj9jhrK/XSOcNZ3bouH6+rl1ymXYgxP2IHVSvkWuO7XCh/ooE6wjagRC3o+ygqu3QDq0d1y/Wt0tauHYgxP2IHVSvEYd2aLt6o6LhigTrCNqBELcjdlC9RpzbobLxigTrCNqBELcjdqhssHqNXHdmh/bOG1VNHUYaO9poB0Lcj9gBjTZitvv6507tUNPcUdNkpP0q7UCI6xE7SKmNNDu1w5XOG7XNVyXtV2/QDoS4HbGD6jXi0A4d1z6va+mUwBS0AyFuR+ygeo3c+Pz/nNnhRl3LVQntQIgH8NnB6jVyw/Haob6lU0I7EOIBxA6q14jDtcPVa583tHZKOmgHQtyP2EH1GnFuh8bWzsY2IzjLoB0IcTtiB6PXvmrf+LcjO3Re/1wej1ylHQhxP2KHprZrqtqfO7YDpkhoB0I8gLKDikM78HsHQjyG2EH1GnH4vQMeWXDxspnmev7/WRDifsQOpy42o9TSbof/bzeVjR2HCusOFV7CZUXDFdqBELcjdjh4GqWW1LVdveHEDhWNHZiCpH12qbyediDE9Ygd0GhE2t3q1A5XRA20AyHewN8OIgjndlBTaAdCPIDNDohTOzTQDoR4Co0dOmgHQgjtQAjpDbFD6kDZAYMQ2oEQD6DsIAnIDmoK7UCIB7DZAXFoh3LagRBvYdnh1ADa4RTtQIgX6LKDTxAB2MGccoB2IMQTiB3QaETaHZAdZBDtQIgH8LeDCMK5HdSU8vp22oEQt+OzQ62qduB2qKUdCPEAfnawBDEAdrhIOxDifsQOnxYMkB0wCKEdCPEAyg6SgOygptAOhHgAmx0Qp3aopx0I8RQ6O1ynHQghlh32D5QdMAi5WEc7EOJ6LDvkW70OyA4yArNoB0I8QJcdfIJwaIeLsINMya+9QDsQ4n7EDp/4eo20BGgHzKIdCPEAyg5KEAHZQQbRDoR4AJ8dapQgnNvBHIFBNbQDIR5A7LAvzyi1OCIQOxgjMIt2IMQDKDsoQTi2Q7uogXYgxBv420EE4dwOasr5S7QDIa5H7JCSa/UacWgHrBfk8ZhFOxDiAZQdlCACsgOmJNMOhHgCsQMajYggnNshJc+YYtqhjXYgxO347FBtCSIQO8iIpJxq2oEQDyB2QKMRabdDO5w37SCDaAdCPIC/HUQQLVec28Gaco52IMT9iB0Su+xQ7dwOMgKzztXSDoS4HssOJ41SS7ud2uGSYQdMwSzagRAPIHbYCzv4BHHZsR0MNdAOhHgFnx2qxA5IYHY4WY1ZZ2kHQtyP2CHhRJUShEM7nIMdDDVUYxbtQIgHUHYwBWH87nduB1ED7UCINxA77DFLLYJwbgcZQTsQ4g0sO2RbvUYCsgM0g1lltAMh7kfsEJ9tlFpWEM7tIGow7dBKOxDidnx2qJReo+AO7XAWdjBHYFZZDe1AiOsRO+w+XqkE4dQOtYYdMAWzaAdCPICygxKEczuIGpAztAMh7kfsEGeWWgTR7NQObTIiLot2IMQLWHbIMkot7XZohzLTDjKIdiDEA4gddmVVKEE0tzu1A1YgGLELdqimHQhxPZYdjlWg1IYgArKDqQbMoh0I8QBih52wg08QTu1Q0yZqwKxS2oEQ9yN22GGWWgQRiB2MKZhFOxDiASw7HDVKbQgiq8KhHc7ADqYaMIt2IMQDiB22ww6mIFDw5vZrDu0gasCs0uoW2oEQt+OzQ7kSxADYoaSKdiDE9YgdtmUOiB1MNWzPLKcdCPEAXXbwCaLJoR2q20QNmEU7EOIBxA5bzVKLIBzaoRR2MKfQDoR4A8sOGVavUXDHdmiVEZhVTDsQ4n7EDlsyjFJLuwOyA6bQDoR4A58dLkqvA7KDjMAs2oEQD6DsoATh0A4lph1kEO1AiAcQO2w+YpRaBOHcDjg/wQjMoh0I8QDKDj5BlDe1ObfDxS3mINqBEA/QzQ6mIAKwgznFsEMl7UCI6xE7bDps9RoFd2qHqlYZgVm0AyEeQNlBCcKhHYr97FBEOxDifsQOG/3s0BiIHTAFs2gHQjyAzw4XlCCc2wGPpx0I8QyWHdItOyAB2QFTMIt2IMQDdNnBJwjndjDUgEUI7UCIJxA7bLDsYAgiEDsYUzCLdiDEAyg7KEE4tENRVYvxeNqBEK9gt0O6YztUGnaQQbQDIR7A3w4iCOd2UFNoB0I8gM0OyADYobCCdiDE9Ygd1h8aODtgFu1AiAdQdlCCCMgOMoh2IMQDiB1izVKLIGgHQojBQNpBRmAW7UCIB1B2UIIIyA4yiHYgxAP420EE4dwOakphxWXagRC347PDeVVt2oEQYjBgdijsssN52oEQD+BnB0sQDYHZwRhEOxDiASw7HBQ7GIIIxA7miIO0AyFeoMsOPkEEZgdz0GnagRD3I3aIETuYggjADr4ptAMhHsBuh4MB2wGzaAdCPICygxKEUztUGHaQQbQDIR7A3w4iiIZWp3ZQU2gHQjyAzQ4I7UAIMaAdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6KEdCCF6aAdCiB7agRCih3YghOihHQghemgHQoge2oEQood2IITooR0IIXpoB0KIHtqBEKKHdiCE6LkFO+Cuyg4JCQm0AyHe5pbtgMfQDoR8HbipHd59913agZCvI7QDIUTPLduB3zsQ8jXhpnbg3ywI+ZoSqB1w28SJE2kHQrxHb3YIDg5WdggPD6cdCPna0bcdQkJC7HY4cuTIgQMHEhMTaQdCvM1N7TB79uxe7bB27VrYYfLkyb3ZgRDiarR2GDZs2JgxY0JDQ2GHRYsWWXbIzs6GHVJTU5OSknbu3Llu3boPPvgACnn40T/52+FIUf2O/VmYyzCMq5OSVap6jYgdXnzxxbFjx4aFhcEOMEDQ6dOn8/LyTpw4kZmZmZaWlpycHBcXFxsbu3jx4mnTpg0ePPjjbYlbM8v9BzEM46Xsya5avnrdfffd99JLL73xxhso/ty5cyMjIy07nDx5EnY4ePDgvn37du/evWHDhqioqFmzZg0dOvTvo8Z+WlBjG8cwjGdSVNlyz3/f/8c//vHVV18dP378jBkz5s2bh/WBYYeCggKxw6FDh2CHPXv2bN68eeXKlbjHyJEjn3jq2bhPMnccrbBNZBjGA8korl+xJuY//nPQM888M3r06ClTpsycOXPhwoVLliwJKiwshB1ycnKOHTuWnp6+f//+vXv3btu2be3atREREaGhoUOGDBk+YmRGbklyLlcQDOOdJJyowqoBarjjrruffPLJ1157bdy4cW+99ZZ86RAdHW3YQf3ZIiMjQ30xuX79etyM0w884IknnvjNfw0Kj4xqaL3GMIw3Ev3ROpxQYNUANYwaNQpNnzp1KhYO8+fPx2kFzh6CioqKYIf8/Hz5YlK+eoiPj9+yZQuWD7gT7j1mzJihQ4c++OCDv7pnEMMwnskf/vCHp59++h//+AfUEBYWNn36dPlb5rJly1D/oNLSUghCvnpQJxcJCQnbt2+PiYlZvnw57vree++FhIS88cYbmPLyyy+/+OKLwcHBzz//PJTxnI+/mlhXCCG3MWjuCy+8MHz4cNQZpf7nP/85adKkadOmoekLFiyQhUNsbKxlBywf8vLysrOzcXKRlpaWkpISFxe3efNm+AMWwUkIjDJjxowpU6aMHz9+7Nixo0ePxlCsRoRXCSEuQTqL/r7++uvwAhqN3/1oN9SAc4rIyEisCVB81D/ozJkzxcXF6i8X/suHHTt2bNy4cc2aNRBEREQEHonHYwpWIDg/gWwmTJiA0QDLEkKIK5DOoryTJ0+GF7BkmDlzJn79Y9UANURHR6PyKD7qb9ihpKREfTeJ5YP69mHPnj04vxBBQCdYb4SHh8+bNw+DZs2a9fbbb8MUGP2WCZQBZJsQcjuD2qK8qDCKjDqj1Kg2Co6aixpQfNTfsANOLvyXD1lZWYcPH05NTcX5RXx8vAgCKw2cikRFRX344YeLFi2CZt5///05c+ZgNBYU4F0T2SaE3M6gtigvKowio84oNaqNgqPmogYUH/U37OC/fMjPz4cgjh49ivOLAwcO4B5QCNYYmzZtio2NxYNXrFiBtceSJUswEacbGA0gnoULF+KSEHKbI51FeVFhFBl1RqlRbRQcNUfZUXkUH/UPKisr818+nDp1Sv7ZhRIETjESEhLi4uJgFOWI1atXr1q1CkOxFMH0ZYQQl4DCorYoLyqMIisvoOCoOcouakhPT/9/+D8u7ZBSmlUAAAAASUVORK5CYII=)

### Step Four: Populating the Popup

Armed with an empty popup window, you can now begin to display custom information to the user. The appearance and interactions with the popup window are controlled in a function called OnGUI(). This is a built-in unity function that controls what a window (or GUI) looks like when it is displayed. Since we are writing the window as a MakeAnimation window, the OnGUI will control what the MakeAnimation window will look like.

The first thing that you want to show in the window is the name of the object the animations will be created from. This way the user is aware of what they are working with. However, you only want to show the name of the object you are working with if the object actually exists. By making a check for the object existing early, you can avoid odd behavior such as trying to edit a deleted object.

There are two main ways of displaying GUI items. The first is with a class called EditorGUI, and the second with a class called EditorGUILayout. Each class contains almost identical functions. The main difference is that with EditorGUI you must specify everything about the display. This includes how large each individual display is, exactly where the text will fall, and other similar items. Using EditorGUILayout will automate that, displaying each item from top to bottom.

For this section you will be using EditorGUILayout.

Within the GUI class, there are functions that exist for different types of items. You will use the following for this section:

* void EditorGUILayout.LabelField(string label)
  + Creates an item to display text
* string EditorGUILayout.TextField(string label, string text)
  + Creates an item for text input
* int EditorGUILayout.IntField(string label, int value)
  + Creates an item for integer input
* float EditorGUILayout.FloatField(string label, float value)
  + Creates an item for float input
* bool EditorGUILayout.Toggle(string label, bool value)
  + Creates an item for Boolean input
* void EditorGUILayout.Separator()
  + Creates a space between the previous item and the next item
* void EditorGUILayout.BeginHorizontal()
  + Starts a section where the following items are displayed horizontally instead of vertically
* void EditorGUILayout.EndHorizontal()
  + Ends a section where the previous items are displayed horizontally instead of vertically

For functions that are capturing input, the value is what to display in the field. You still have to assign the value to a variable. For example, to capture the text input and store it in a string variable named “sampleText”, you would do the following:

|  |
| --- |
| void OnGUI()  {  sampleText = EditorGUILayout.TextField("Sample text: ", sampleText);  } |

This would display a text input item, with the value of the sampleText variable shown by default. As the user edits the item, it will save to the sampleText variable. Variables must be initialized before they can be used for GUI items.

In order to display the name of the object that the user is editing, you would use a Label Field:

|  |
| --- |
| void OnGUI()  {  EditorGUILayout.LabelField("Animations for " + selectedObject.name);  } |

After that, you will want a space. A space can be created using Separator:

|  |
| --- |
| void OnGUI()  {  EditorGUILayout.LabelField("Animations for " + selectedObject.name);  EditorGUILayout.Separator();  } |

Next, you need to collect the name for the animation controller that will be created. This can be done with a Text Field.

|  |
| --- |
| void OnGUI()  {  EditorGUILayout.LabelField("Animations for " + selectedObject.name);  EditorGUILayout.Separator();  controllerName = EditorGUILayout.TextField("Controller Name", controllerName);  } |

Finally, you need to determine how many animations this program will be creating. This can be done with an Int Field.

|  |
| --- |
| void OnGUI()  {  EditorGUILayout.LabelField("Animations for " + selectedObject.name);  EditorGUILayout.Separator();  controllerName = EditorGUILayout.TextField("Controller Name", controllerName);  numAnimations = EditorGUILayout.IntField("How many animations?", numAnimations);  } |

Next, you need to begin displaying options for each animation. Each animation should have a set number of options:

1. The name of the animation
2. The start frame of the animation
3. The end frame of the animation
4. The frame rate of the animation
5. The spacing of the animation
6. If the animation should loop
7. If the animation should pingpong

Setting up the GUI for the animations entails looping through each theoretical animation and placing the appropriate fields.

|  |
| --- |
| void OnGUI()  {  //Display the objects name that the animations will be created from  EditorGUILayout.LabelField("Animations for " + selectedObject.name);  //Create a space  EditorGUILayout.Separator();  //Get the name for the animation controller  controllerName = EditorGUILayout.TextField("Controller Name", controllerName);  //Determine how many animations there will be  numAnimations = EditorGUILayout.IntField("How many animations?", numAnimations);  //Loop through each theoretical animation  for (int i = 0; i < numAnimations; i++)  {  //Determine a name for the animation  animationNames[i] = EditorGUILayout.TextField("Animation Name", animationNames[i]);  //Start a section where the following items will be displayed horizontally instead of vertically  EditorGUILayout.BeginHorizontal();  //Determine the start frame for the animation  startFrames[i] = EditorGUILayout.IntField("Start Frame", startFrames[i]);  //Determine the end frame for the animation  endFrames[i] = EditorGUILayout.IntField("End Frame", endFrames[i]);  //End the section where the previous items are displayed horitontally instead of vertically  EditorGUILayout.EndHorizontal();  //Start a section where the following items will be displayed horizontally instead of vertically  EditorGUILayout.BeginHorizontal();  //Determine the frame rate for the animation  clipFrameRate[i] = EditorGUILayout.FloatField("Frame Rate", clipFrameRate[i]);  //Determine the space between each keyframe  clipTimeBetween[i] = EditorGUILayout.FloatField("Frame Spacing", clipTimeBetween[i]);  //End the section where the previous items are displayed horitontally instead of vertically  EditorGUILayout.EndHorizontal();  //Start a section where the following items will be displayed horizontally instead of vertically  EditorGUILayout.BeginHorizontal();  //Create a checkbox to determine if this animation should loop  loop[i] = EditorGUILayout.Toggle("Loop", loop[i]);  //Create a checkbox to determine if this animation should pingpong  pingPong[i] = EditorGUILayout.Toggle("Ping Pong", pingPong[i]);  //End the section where the previous items are displayed horitontally instead of vertically  EditorGUILayout.EndHorizontal();  //Create a space  EditorGUILayout.Separator();  }  } |

Next, the window needs a button. A special GUILayout button can be used. To use a GUILayout button, you enclose it in an if statement. The if statement returns true if the button has been pressed.

|  |  |
| --- | --- |
| |  | | --- | | void OnGUI()  {  <code omitted>  //Loop through each theoretical animation  for (int i = 0; i < numAnimations; i++)  {  <code omitted>  }  //Create a button with the label "Create"  if (GUILayout.Button("Create"))  {  //If the button has been pressed...  }  } | |

### Step Five: Controllers and Looping

After the “Create” button has been pressed, you can create the animation controller that will be used to store the animations.

|  |
| --- |
| //Create a button with the label "Create"  if (GUILayout.Button("Create"))  {  //If the button has been pressed...  UnityEditor.Animations.AnimatorController controller =  UnityEditor.Animations.AnimatorController.CreateAnimatorControllerAtPath(("Assets/" +  controllerName + ".controller"));  } |

UnityEditor.Animations.AnimatorController is a well-hidden class for manipulating animator controllers via script. This particular function creates an animator controller as the specified path, including the name and extension of the controller. With the controller created, you can begin to create each animation. You will create a function later for the actual animation creation, so for now you can use a dummy animation. After the animation is created, you will want to determine if you should set the looping on the animation to true. Lastly, you want to add the animation to the animator controller.

|  |
| --- |
| //Create a button with the label "Create"  if (GUILayout.Button("Create"))  {  UnityEditor.Animations.AnimatorController controller =  UnityEditor.Animations.AnimatorController.CreateAnimatorControllerAtPath(("Assets/" +  controllerName + ".controller"));  for (int i = 0; i < numAnimations; i++)  {  //Create animation clip  AnimationClip tempClip = new AnimationClip();  if (loop[i])  {  //set the loop on the clip to true  }  controller.AddMotion(tempClip);  }  } |

AnimatorController.AddMotion(AnimationClip clip) will add an animation clip to the controller, creating a new state in the process. The first clip added to the controller will be the default clip. All of the others will be treated as clips with no transitions.

To set the loop on an animation clip to true, you first have to extract the animation clip’s settings. Once you have them, you can edit them. After editing them, you can reassign the settings back onto the clip.

|  |
| --- |
| AnimationClip tempClip = new AnimationClip();  if (loop[i])  {  AnimationClipSettings settings = AnimationUtility.GetAnimationClipSettings(tempClip);  settings.loopTime = true;  settings.loopBlend = true;  AnimationUtility.SetAnimationClipSettings(tempClip, settings);  } |

AnimationUtility is a utility class that has a variety of functions for editing animations and animation clips.

### Step Six: Creating the Animations

With a majority of the framework setup, you can now create the actual animation. In order to create the animation, you should create a new function. The function should return an AnimationClip. The parameters for the function should include:

* The object that contains the sprites
* The start/end frame of the animation
* The framerate of the animation
* The spacing of the animation
* The name of the animation
* If the animation should pingpong

|  |
| --- |
| public AnimationClip CreateClip(Object obj, string clipName, int startFrame, int endFrame, float frameRate, float timeBetween, bool pingPong)  {  } |

Once inside, you need to:

* Get the path to the object that contains all the sprites
* Load the sprites from the object
* Determine how many frames there are going to be, including one extra frame
* Determine how long the animation is going to be
* Create a new animation
* Set up the frame rate
* Bind the clip as a Sprite Renderer animation
* Set up the key frames, accounting for pingPong
* Apply the key frames to the clip
* Assign the clips name
* Create the clip
* Return the clip

#### Loading the Sprites

You should be familiar with getting the path to an object using [AssetDatabase.GetAssetPath](#def_AssetDatabase_getAssetPath). With the asset path, you can load in all of the sprites. To load all of the assets at a specific location (such as Assets/SpriteSheet.png) you use a special function: AssetDatabase.LoadAllAssetsAtPath(string path). This works because once you use the sprite manager in the inspector to split up a spritesheet, it creates all of the individual sprites. They are just contained within the original object. So when you tell unity to load all of the assets at the original objects location it will load the original object plus all of the individual sprites that were created.

|  |
| --- |
| //Get the path to the object  string path = AssetDatabase.GetAssetPath(obj);  //Extract the sprites  Object[] sprites = AssetDatabase.LoadAllAssetsAtPath(path); |

#### Number of Frames

Once you load all of the sprites, finding out how many frames there are is a matter of subtraction. Take the specified end frame, subtract that from the start frame. However, you need to add an extra frame in. At the end of the animation (when the last sprite is shown) you will need to add in the first sprite again (for the looping). Otherwise, it will quickly flicker from the last sprite to the first one.

For example, if we had a sprite with four frames (represented by f1, f2, f3, f4), with three seconds between each frame (each second being represented by a -) the animation would look like this;

f1 - - - f2 - - - f3 - - - f4

Now, when the animation got to the fourth frame, it will go back to the first frame for the loop – immediately, since there is no time after it. Therefore, you want it to be set up like this:

f1 - - - f2 - - - f3 - - - f4 - - - f1

This will allow the fourth frame to be displayed for three seconds before it goes back to the first frame.

|  |
| --- |
| //Get the path to the object  string path = AssetDatabase.GetAssetPath(obj);  //Extract the sprites  Object[] sprites = AssetDatabase.LoadAllAssetsAtPath(path);  //Determine how many frames, and the length of each frame  int frameCount = endFrame - startFrame + 1;  float frameLength = 1f / timeBetween;  //Create a new (empty) animation clip  AnimationClip clip = new AnimationClip();  //Set the framerate for the clip  clip.frameRate = frameRate; |

#### Curve Binding

The next part includes the curve binding. When you manually create a new animation, you generally add a curve and then drag in keyframes. You still have to replicate this via code when creating sprite animations. The goal when creating the curve via code is to link the curve to the sprite renderer, then assign it to a sprite animation. This tells unity that you will be animating the sprite renderer by changing the sprites of the object. After the curve is created, you can start to generate the keyframes where the sprites will be changed.

|  |
| --- |
| //Set the framerate for the clip  clip.frameRate = frameRate;  //Create the new (empty) curve binding  EditorCurveBinding curveBinding = new EditorCurveBinding();  //Assign it to change the sprite renderer  curveBinding.type = typeof(SpriteRenderer);  //Assign it to alter the sprite of the sprite renderer  curveBinding.propertyName = "m\_Sprite"; |

#### Key Frames

With the curve binding ready to accept keyframes, you need to create the keyframes. A keyframe is referred to as an ObjectReferenceKeyframe. You need an ObjectReferenceKeyframe for every time the sprite changes in the animation. You also need to assign where the keyframe will fall along the timeline, and the sprite that the keyframe represents.

The last thing to keep in mind while creating the keyframes is that if the animation should pingpong, then you need twice as many keyframes! Then, after creating the animation forwards, you will need to create the animation backwards to create the ping pong effect.

|  |
| --- |
| //Create the new (empty) curve binding  EditorCurveBinding curveBinding = new EditorCurveBinding();  //Assign it to change the sprite renderer  curveBinding.type = typeof(SpriteRenderer);  //Assign it to alter the sprite of the sprite renderer  curveBinding.propertyName = "m\_Sprite";  //Create a container for all of the keyframes  ObjectReferenceKeyframe[] keyFrames;  //Determine how many frames there will be if we are or are not pingponging  if (!pingPong)  keyFrames = new ObjectReferenceKeyframe[frameCount + 1];  else  keyFrames = new ObjectReferenceKeyframe[frameCount\*2 + 1];  //Keep track of what frame number we are on  int frameNumber = 0;  //Loop from start to end, incrementing frameNumber as we go  for (int i = startFrame; i < endFrame + 1; i++, frameNumber++)  {  //Create an empty keyframe  ObjectReferenceKeyframe tempKeyFrame = new ObjectReferenceKeyframe();  //Assign it a time to appear in the animation  tempKeyFrame.time = frameNumber \* frameLength;  //Assign it a sprite  tempKeyFrame.value = sprites[i];  //Place it into the container for all the keyframes  keyFrames[frameNumber] = tempKeyFrame;  }  //If we are pingponging this animation  if (pingPong)  {  //Create keyframes starting at the end and going backwards  //Continue to keep track of the frame number  for(int i = endFrame; i >= startFrame; i--, frameNumber++)  {  ObjectReferenceKeyframe tempKeyFrame = new ObjectReferenceKeyframe();  tempKeyFrame.time = frameNumber \* frameLength;  tempKeyFrame.value = sprites[i];  keyFrames[frameNumber] = tempKeyFrame;  }  }  //Create the last sprite to stop it from switching quickly from the last frame to the first one  ObjectReferenceKeyframe lastSprite = new ObjectReferenceKeyframe();  lastSprite.time = frameNumber \* frameLength;  lastSprite.value = sprites[startFrame];  keyFrames[frameNumber] = lastSprite; |

#### Returning The Clip

After the keyframes are created, they can be put onto the curve created earlier. The name of the clip can also be set, and the clip can be created. Lastly, you can return the clip back to the calling function.

|  |
| --- |
| //Create the last sprite to stop it from switching quickly from the last frame to the first one  ObjectReferenceKeyframe lastSprite = new ObjectReferenceKeyframe();  lastSprite.time = frameNumber \* frameLength;  lastSprite.value = sprites[startFrame];  keyFrames[frameNumber] = lastSprite;  //Assign the name  clip.name = clipName;  //Apply the curve  AnimationUtility.SetObjectReferenceCurve(clip, curveBinding, keyFrames);  //Creat the clip  AssetDatabase.CreateAsset(clip, ("Assets/" + clipName + ".anim"));    //return the clip  return clip; |

With the clip returned, you can use it in the original function.

|  |
| --- |
| for (int i = 0; i < numAnimations; i++)  {  //Create animation clip  AnimationClip tempClip = CreateClip(selectedObject, animationNames[i], startFrames[i], endFrames[i],  clipFrameRate[i], clipTimeBetween[i], pingPong[i]);  if (loop[i])  {  AnimationClipSettings settings = AnimationUtility.GetAnimationClipSettings(tempClip);  settings.loopTime = true;  settings.loopBlend = true;  AnimationUtility.SetAnimationClipSettings(tempClip, settings);  }  controller.AddMotion(tempClip);  } |

### Step Seven: Finishing Touches

Lastly before this tool is finished, you need to make sure that you are only going through all this effort if the object is still around! Inside of the OnGUI function, check that the selected object is not null before doing anything!

Also, you want to make sure to close the window if unity enters or exits play mode. This is because unity will automatically drop the reference to the object upon entering/exiting playmode. By keeping the window open with no object, you could get a significant amount of erros!

|  |
| --- |
| void OnFocus()  {  if (EditorApplication.isPlayingOrWillChangePlaymode)  this.Close ();  } |

### Wrap-Up

You now have the tools to:

1. Manipulate Animator Controllers
2. Manipulate Animation Clips
3. Show new unity windows
4. Populate new unity windows

#### Definitions

Each definition is hyperlinked to the unity scripting reference if you wish to learn more.

###### [AssetDatabase.GetAssetPath(Object assetObject)](http://docs.unity3d.com/ScriptReference/AssetDatabase.GetAssetPath.html)

public static string GetAssetPath(int instanceID);

public static string GetAssetPath(Object assetObject);

**Parameters**

|  |  |  |
| --- | --- | --- |
| instanceID | The instance ID of the asset. |  |
| assetObject | A reference to the asset. |  |

**Returns**

|  |  |
| --- | --- |
| String | The asset path name, or null, or an empty string if the asset does not exist. |

**Description**

Returns the path name relative to the project folder where the asset is stored.

All paths are relative to the project folder, for example: "Assets/MyTextures/hello.png".

###### [AssetDatabase.LoadAssetAtPath(string assetPath, Type type)](http://docs.unity3d.com/ScriptReference/AssetDatabase.LoadAssetAtPath.html)

public static Object **LoadAssetAtPath**(string **assetPath**, Type **type**);

**Parameters**

|  |  |
| --- | --- |
| assetPath | Path of the asset to load. |
| Typetest | Data type of the asset. |

**Description**

Returns the first asset object of type type at given path assetPath.

Some asset files may contain multiple objects. (such as a Maya file which may contain multiple Meshes and GameObjects). All paths are relative to the project folder, for example: "Assets/MyTextures/hello.png".

*Note:*

The assetPath parameter is not case sensitive.

ALL asset names & paths in Unity use forward slashes, even on Windows.

This returns only asset object that is visible in the Project view.

###### [EditorUtility.DisplayDialog(string title, string message, string ok, string cancel =””)](http://docs.unity3d.com/ScriptReference/EditorUtility.DisplayDialog.html)

public static bool **DisplayDialog**(string **title**, string **message**, string **ok**, string **cancel** = "");

**Parameters**

|  |  |
| --- | --- |
| title | The title of the message box. |
| message | The text of the message. |
| ok | Label displayed on the OK dialog button. |
| cancel | Label displayed on the Cancel dialog button. |

**Returns**

|  |  |
| --- | --- |
| Bool | True of the ok button is pressed. |

**Description**

Displays a modal dialog.

Use it for displaying message boxes in the editor.

ok and cancel are labels to be displayed on the dialog buttons. If cancel is empty (the default), then only one button is displayed. DisplayDialog returns true if ok button is pressed.

###### [DestroyImmediate(Object obj)](http://docs.unity3d.com/ScriptReference/Object.DestroyImmediate.html)

**public static void DestroyImmediate(**[**Object**](http://docs.unity3d.com/ScriptReference/Object.html)**obj, bool allowDestroyingAssets = false);**

**Parameters**

|  |  |
| --- | --- |
| obj | Object to be destroyed. |
| allowDestroyingAssets | Set to true to allow assets to be destroyed. |

**Description**

Destroys the object obj immediately. You are strongly recommended to use Destroy instead.

This function should only be used when writing editor code since the delayed destruction will never be invoked in edit mode. In game code you should use Object.Destroy instead. Destroy is always delayed (but executed within the same frame). Use this function with care since it can destroy assets permanently! Also note that you should never iterate through arrays and destroy the elements you are iterating over. This will cause serious problems (as a general programming practice, not just in Unity).

###### [EditorWindow](http://docs.unity3d.com/ScriptReference/EditorWindow.html)

**Description**

Derive from this class to create an editor window.

Create your own custom editor window that can float free or be docked as a tab, just like the native windows in the Unity interface.

Editor windows are typically opened using a menu item.

###### [EditorWindow.GetWindow(type t)](http://docs.unity3d.com/ScriptReference/EditorWindow.GetWindow.html)

public static [EditorWindow](http://docs.unity3d.com/ScriptReference/EditorWindow.html)GetWindow(Type t, bool utility = false, string title = null, bool focus = true);

**Parameters**

|  |  |
| --- | --- |
| t | The type of the window. Must derive from EditorWindow. |
| utility | Set this to true to create a floating utility window. False creates a normal window. |
| title | If GetWindow creates a new window, it will get this title. If this value is null, use the class name as the title. |

**Description**

Returns the first EditorWindow of type t which is currently on the screen.

If there is none, creates and shows new window and returns the instance of it.

###### [EditorWindow.Show()](http://docs.unity3d.com/ScriptReference/EditorWindow.Show.html)

public void Show();

public void Show(bool immediateDisplay);

**Description**

Show the EditorWindow.

###### [Object.Name](http://docs.unity3d.com/ScriptReference/Object-name.html)

**public string name;**

The name of the object.

Components share the same name with the game object and all attached components.

###### [PrefabUtility.CreateEmptyPrefab(string path)](http://docs.unity3d.com/ScriptReference/PrefabUtility.CreateEmptyPrefab.html)

**public static Object CreateEmptyPrefab(string path);**

Creates an empty prefab at given path.

If a prefab at the path already exists it will be deleted and replaced with an empty prefab. Returns a reference to the prefab.

###### [PrefabUtility.InstantiatePrefab(Object target)](http://docs.unity3d.com/ScriptReference/PrefabUtility.InstantiatePrefab.html)

**public static Object InstantiatePrefab(**[**Object**](http://docs.unity3d.com/ScriptReference/Object.html)**target);**

Instantiates the given prefab.

This is similar to Instantiate but creates a prefab connection to the prefab.

###### [PrefabUtility.replacePrefab(GameObject go, Object targetPrefab)](http://docs.unity3d.com/ScriptReference/PrefabUtility.ReplacePrefab.html)

public static [GameObject](http://docs.unity3d.com/ScriptReference/GameObject.html)ReplacePrefab([GameObject](http://docs.unity3d.com/ScriptReference/GameObject.html)go, [Object](http://docs.unity3d.com/ScriptReference/Object.html)targetPrefab, [ReplacePrefabOptions](http://docs.unity3d.com/ScriptReference/ReplacePrefabOptions.html)options = ReplacePrefabOptions.Default);

Replaces the targetPrefab with a copy of the game object hierarchy go.

Returns the prefab game object after it has been created. If connectToPrefab is enabled go will be made an instance of the created prefab.

###### [Selection.ActiveObject](http://docs.unity3d.com/ScriptReference/Selection-activeObject.html)

public static Object activeObject;

**Description**

Returns the actual object selection. Includes prefabs, non-modifyable objects.

When working with objects that are primarily in a scene, it is strongly recommended to use Selection.activeTransform instead.

###### [Selection.gameObjects](http://docs.unity3d.com/ScriptReference/Selection-gameObjects.html)

public static GameObject[] gameObjects;

Returns the actual game object selection. Includes prefabs, non-modifyable objects.

When working with objects that are primarily in a scene, it is strongly recommended to use Selection.transforms instead.

#### Complete Code

|  |
| --- |
| using UnityEngine;  using System.Collections;  using UnityEditor;  public class MakeAnimations : EditorWindow  {  //Will hold the object that the user has selected when the script is run  public static Object selectedObject;  //Will store how many animations will be created  int numAnimations;  //Name of the controller to be created  string controllerName;  //name of each of the animations to be created  string[] animationNames = new string[100];  //The frame rate for each animation  float[] clipFrameRate = new float[100];  //The time between each animation  float[] clipTimeBetween = new float[100];  //What frame each animation starts at  int[] startFrames = new int[100];  //What frame each animation ends at  int[] endFrames = new int[100];  //If each animation should pingpong  bool[] pingPong = new bool[100];  //if each animation should loop  bool[] loop = new bool[100];  [MenuItem("Project Tools/2D Animations")]  static void Init()  {  //Grab the active object  selectedObject = Selection.activeObject;  //If the object doesn't exist, do nothing  if (selectedObject == null)  return;  //Otherwise, create a new window  MakeAnimations window = (MakeAnimations)EditorWindow.GetWindow(typeof(MakeAnimations));  //Show the window  window.Show();  }  void OnGUI()  {  if (selectedObject != null)  {  //Display the objects name that the animations will be created from  EditorGUILayout.LabelField("Animations for " + selectedObject.name);  //Create a space  EditorGUILayout.Separator();  //Get the name for the animation controller  controllerName = EditorGUILayout.TextField("Controller Name", controllerName);  //Determine how many animations there will be  numAnimations = EditorGUILayout.IntField("How many animations?", numAnimations);  //Loop through each theoretical animation  for (int i = 0; i < numAnimations; i++)  {  //Determine a name for the animation  animationNames[i] = EditorGUILayout.TextField("Animation Name", animationNames[i]);  //Start a section where the following items will be displayed horizontally instead of vertically  EditorGUILayout.BeginHorizontal();  //Determine the start frame for the animation  startFrames[i] = EditorGUILayout.IntField("Start Frame", startFrames[i]);  //Determine the end frame for the animation  endFrames[i] = EditorGUILayout.IntField("End Frame", endFrames[i]);  //End the section where the previous items are displayed horitontally instead of vertically  EditorGUILayout.EndHorizontal();  //Start a section where the following items will be displayed horizontally instead of vertically  EditorGUILayout.BeginHorizontal();  //Determine the frame rate for the animation  clipFrameRate[i] = EditorGUILayout.FloatField("Frame Rate", clipFrameRate[i]);  //Determine the space between each keyframe  clipTimeBetween[i] = EditorGUILayout.FloatField("Frame Spacing", clipTimeBetween[i]);  //End the section where the previous items are displayed horitontally instead of vertically  EditorGUILayout.EndHorizontal();  //Start a section where the following items will be displayed horizontally instead of vertically  EditorGUILayout.BeginHorizontal();  //Create a checkbox to determine if this animation should loop  loop[i] = EditorGUILayout.Toggle("Loop", loop[i]);  //Create a checkbox to determine if this animation should pingpong  pingPong[i] = EditorGUILayout.Toggle("Ping Pong", pingPong[i]);  //End the section where the previous items are displayed horitontally instead of vertically  EditorGUILayout.EndHorizontal();  //Create a space  EditorGUILayout.Separator();  }  //Create a button with the label "Create"  if (GUILayout.Button("Create"))  {  //Create an animator controller  UnityEditor.Animations.AnimatorController controller =  UnityEditor.Animations.AnimatorController.CreateAnimatorControllerAtPath(("Assets/" +  controllerName + ".controller"));  for (int i = 0; i < numAnimations; i++)  {  //Create animation clip  AnimationClip tempClip = CreateClip(selectedObject, animationNames[i], startFrames[i], endFrames[i],  clipFrameRate[i], clipTimeBetween[i], pingPong[i]);  //Detemine if the clip should loop  if (loop[i])  {  //If so, capture the settings of the clip  AnimationClipSettings settings = AnimationUtility.GetAnimationClipSettings(tempClip);  //Set the looping to true  settings.loopTime = true;  settings.loopBlend = true;  //Apply the settings to the clip  AnimationUtility.SetAnimationClipSettings(tempClip, settings);  }  //Add the clip to the Animator Controller  controller.AddMotion(tempClip);  }  }  }  }  public AnimationClip CreateClip(Object obj, string clipName, int startFrame, int endFrame, float frameRate, float timeBetween, bool pingPong)  {  //Get the path to the object  string path = AssetDatabase.GetAssetPath(obj);  //Extract the sprites  Object[] sprites = AssetDatabase.LoadAllAssetsAtPath(path);  //Determine how many frames, and the length of each frame  int frameCount = endFrame - startFrame + 1;  float frameLength = 1f / timeBetween;  //Create a new (empty) animation clip  AnimationClip clip = new AnimationClip();  //Set the framerate for the clip  clip.frameRate = frameRate;  //Create the new (empty) curve binding  EditorCurveBinding curveBinding = new EditorCurveBinding();  //Assign it to change the sprite renderer  curveBinding.type = typeof(SpriteRenderer);  //Assign it to alter the sprite of the sprite renderer  curveBinding.propertyName = "m\_Sprite";  //Create a container for all of the keyframes  ObjectReferenceKeyframe[] keyFrames;  //Determine how many frames there will be if we are or are not pingponging  if (!pingPong)  keyFrames = new ObjectReferenceKeyframe[frameCount + 1];  else  keyFrames = new ObjectReferenceKeyframe[frameCount\*2 + 1];  //Keep track of what frame number we are on  int frameNumber = 0;  //Loop from start to end, incrementing frameNumber as we go  for (int i = startFrame; i < endFrame + 1; i++, frameNumber++)  {  //Create an empty keyframe  ObjectReferenceKeyframe tempKeyFrame = new ObjectReferenceKeyframe();  //Assign it a time to appear in the animation  tempKeyFrame.time = frameNumber \* frameLength;  //Assign it a sprite  tempKeyFrame.value = sprites[i];  //Place it into the container for all the keyframes  keyFrames[frameNumber] = tempKeyFrame;  }  //If we are pingponging this animation  if (pingPong)  {  //Create keyframes starting at the end and going backwards  //Continue to keep track of the frame number  for(int i = endFrame; i >= startFrame; i--, frameNumber++)  {  ObjectReferenceKeyframe tempKeyFrame = new ObjectReferenceKeyframe();  tempKeyFrame.time = frameNumber \* frameLength;  tempKeyFrame.value = sprites[i];  keyFrames[frameNumber] = tempKeyFrame;  }  }  //Create the last sprite to stop it from switching quickly from the last frame to the first one  ObjectReferenceKeyframe lastSprite = new ObjectReferenceKeyframe();  lastSprite.time = frameNumber \* frameLength;  lastSprite.value = sprites[startFrame];  keyFrames[frameNumber] = lastSprite;  //Assign the name  clip.name = clipName;  //Apply the curve  AnimationUtility.SetObjectReferenceCurve(clip, curveBinding, keyFrames);  //Creat the clip  AssetDatabase.CreateAsset(clip, ("Assets/" + clipName + ".anim"));    //return the clip  return clip;  }  } |

### On Your Own

**Make sure that the following tool follows the User Centered Ideas discussed in class, including but not limited to Mental Loads, Action Cycle, and Design guidelines!**

Create a utility that will allow the user to select a sprite sheet (which has been sliced into multiple sprites), and then create animations from that sprite sheet.

Each animation should have its own options for:

* Looping
* Ping-ponging
* Start Frame
* End Frame

Make sure that the end frame cannot be higher than the number of frames the sprite sheet has been broken up into! (Hint: you may to have to research the function you use to load the sprites)

Once the animations are created, create a sprite in the scene view at 0,0,0 with the newly created animation controller added to it.

Make the sprite a prefab in the main assets folder.

### POST-Lab

1. What is the difference between EditorGUI and EditorGUILayout?
2. What is the OnGUI function?
3. Do variables have to be initialized before they can be used for GUI items?
4. Instead of hard-coding the prefabs to go into the asset folder, how could you allow the user to choose what folder to create the prefab?
5. What is the difference between Instantiate and InstantiatePrefab?
6. What are some things you can do with EditorUltility.DisplayDialoge?
7. How would you use the utility created in this section?
8. Why must you refresh the asset database after creating the prefabs?